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Abstract 
 

This study presents an industrial case study of developing a robotics application from 

a virtual environment and directly deploying the programs to a collaborative robot. In 

the physical setup, we tested how unchanged code developed in the virtual 

environment performs when faced with the real concrete setup. Our study outlines 

remaining issues dealing, for example, with the surface roughness of wooden parts 

that the robot needs to grab. In the meantime, these are parameters that are difficult to 

consider in a virtual environment. In this specific example, deployment from 

simulation to actual environment must undergo through several fixing steps, and 

therefore might require as much effort as deploying the actual solution directly to the 

floor. However, we also noticed that developing in a simulation environment provides 

plenty of advantages such as not having to interrupt the production, fast development 

of parametrized robot movements, and being able to rapidly produce different 

working solutions for grabbing and disposing of pieces. 

 

Our study concludes that deployment of offline programming requires detail 

understanding of the virtual simulation software and robot programming interface. 

The balanced combination of offline simulation and online programming is required 

at the end for actual implementation. 
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1  Introduction 
 

Robotics simulation has been in robotics field for decades. Pan et al. [1] present an in-

depth article on different programming methods used in the industry. Moving away 

from manufacturer-based software such as ABB Robot Studio or KUKAsim, generic 

factory, robot simulation and offline programming has started to get more popular, as 

for example Visual Components (VC) or RoboDK. We evaluate in this paper how 

applicable VC is for the deployment of offline programs. We identify the challenges 

to successfully deploy solutions straight from VC. Universal robot simulator 

(URSIM) was used for offline programming in addition to VC. 

 

The industrial task is to assemble wooden pallets on a rotating table. The robot task 

is to pick and place wooden planks. Nailing of the planks is done by a machine that 

integrates a rotating table. For this experiment, the robot used is UR10. 

 

Our study outlines issues in developing simulation, for example, with the surface 

roughness of wooden parts that the robot needs to grab. These types of parameters are 

difficult to consider in a virtual environment. We conclude that the deployment of 

offline programming requires detail understanding of the virtual simulation software 

and robot programming interface. The balanced combination of offline simulation and 

online programming is required at the end for actual implementation. 
 

2  Methods 
 

This section is organized according to Figure 1 where we present our method. First, 

we explain how the virtual environment was developed and robot programmed. 

Second, we present how to deploy programs to the actual robot. Third, we explain 

how our tests were achieved in the physical setup.  

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Figure 1: Flowchart of our proposed development process. 
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1. Three-dimensional (3D) environment modelling and robot programming 

 

Required measurements were taken from the factory workstation. From the 

combinations of the measurements and the 3D models, the virtual environment was 

set, and then the robot was programmed. The virtual layout created in VC is shown in 

Figure 2. 

 

 

 

 

 

 

 

 

 

 

 

 

 

Figure 2: Virtual layout. 

 

Base frame feature on VC was utilized to attach a set of points to one object. Using 

these bases meant that once the program is done, the positions should adjust itself 

whenever the objects are moved.5 bases were defined as shown in Figure 3. They 

were numbered according to the order in which they were used. Collision avoidance 

feature in VC was used to ensure no collision between robot tool and objects in the 

environment.  

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Figure 3: Bases from virtual environment 1) Side plank stack, 2) Rotating table, 3) 

Flat plank stack, 4) Flipping fixture 5) Bigger pallet for stacking the assembled pallets. 
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2. Deploying Programs to real robot 

 

Two approaches were used for deploying the program. The first approach was to 

deploy VC developed program as script utilizing URSIM as validation tool for 

program. The second approach was to deploy robot program developed in URSIM 

utilizing VC simulation to obtain initial joint positions of robot relative to objects 

location and validating the developed program behaviour according to the simulated 

environment. 

 

2.1 Exporting script from VC  

 

VC script was exported and ran on URSIM.URSIM was connected via real time data 

exchange (RTDE) connection to VC. This connection enables the URSIM to control 

the robot present on Visual Components. The script file shown in Figure 4 was then 

saved on an usb stick and uploaded to the robot.  

 
 

Figure 4: Example of application script developed in VC. 

 

2.2 Deploy URSIM developed program 

 

A robot program was developed in URSIM with variable positions listed below.  

1. Home position, or safe position. 

2. Picking approach position for the first side plank. 

3. Approach for placing position, side plank 1. 

4. Approach for placing position, side plank 2. 

5. Transition position, from table to stack and vice versa. 
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6. Approach position for placing flat plank. 

7. Approach position for picking flat plank 

  

The variable positions were used for incremental movement generation by the 

robot program to complete the task. The variable position and the program working 

principle could be seen in Figure 5. 

 

 

 

 

 

 

 

 

 

 

 

 

 

Figure 5: Simulated environment representing seven variable positions of robot. 

 

The developed program movements were verified by running the program in 

URSIM and visualizing the movement in VC simulation. The developed program 

(.urp) was uploaded to the real robot using an usb drive. 

 

3. On-site testing and needed adjustments 

 

For testing on-site, a robot program developed in URSIM was used. The robot was 

taken to the factory site shown in Figure 6. 7 variable positions had to be adjusted 

according to the current layout. The layout was similar, the adjustments were easy to 

make. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Figure 6: Layout on-site. 
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3  Results 
 

This section report results in three segments as follows:  

1. Running the VC script on robot 

2. URSIM Program on robot 

3. On-site test results 

 

1. Running the VC script on robot 

 

When running the script on robot, the linear movements had errors resulting in wrist 

twisting (Wrist 3). The tool would rotate while going downwards for the 

picking/placing position. One solution would be to simply change those 'moveL' to 

'moveJ' commands, just like all the other movements, but that would result in a higher 

speed when reaching the parts, which may lead to collisions and/or emergency stops 

triggered by the robot. The other solution was to create a subprogram for this 

movement, which would be only from the approach position to the picking/placing 

position. All the other movements remained the same. Using this routine on the 

subprograms solved the tool twisting movement, at the same time as it shortened the 

number of lines on the program. All the other movements were taught manually, so 

all the approach points were independent. There is currently no feature on VC 

programming tab to make incremental movements or work with variable positions. 

There is no problem with them being independent, but it would take a lot longer to 

adjust it point by point. 

 

2. URSIM program on robot 

 

Programming on URSIM, with an urp program, where variable positions and 

incremental positions was an advantage. The planks were stacked in a known pattern 

in simulation and planks dimensions were known. This made it easy to set incremental 

movements relative to a defined initial position. These increments would be 

equivalent to the plank’s width, meaning that the approach positions would update 

itself while the program loops. Since the other movements were still scripted from 

VC, it was needed to teach those initial positions either by giving its coordinates or 

by the robot joints values. After a few iterations, it was noticed that it is better to teach 

the position by copying the joint values over the coordinates. By using the coordinates, 

a few positions put the robot in an awkward pose or resulted in some unexpected 

movements overall, due to the different joint configuration when setting the pose. It 

worked better when copying the joint values as shown in Figure 7. All the approach 

positions were set with the same height difference, so that the subprogram would work 

in every situation. The developed program was then uploaded to the robot and 

movement test were done without the actual setup. No problems were observed on the 

movement of the robot. 
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Figure 7. Joint values from VC to URSIM. 

 

 

3. On-site test results 

 

Even after adjustment of variable positions, the robot position deviations were high. 

The stacks of wood were not perfectly flat as assumed in the simulated version. The 

gripper tool could not grasp the planks due to this position error. This meant that it 

was not possible to assemble the pallets. The movements were replicated by the robot 

repeatedly, but without grasping wooden planks. 
 

4  Conclusions and Contributions 
 

For the application, the pick and place and palletizing applications are standard 

industrial problems and can be successfully deployed with the selections of 

engineered tools for the purpose and use of experienced system integrators. The 

lightweight collaborative robot is suitable for the application due to limited payload 

of the pallet and easy to interface system and tools available in the market. Online 

programming methods can resolve the problem discussed above about programming 

in virtual environment. The virtual environment is important for selection of tools and 

equipment’s and preparing a requirement list for automatizing the application without 

interrupting the current production. 

 

Onsite calibration of real robot is required to adjust the program generated in virtual 

environment compensating the variation in real and virtual world models. Machine 

vision, force sensors and a device to extend the robot’s work envelope would be 

beneficial for onsite calibration and solving grasping issues due to planks position 

variability. 

 

The deployment of offline programming requires detail understanding of the 

virtual simulation software and robot programming interface. Online programming 
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methods can resolve the problem discussed above about programming in virtual 

environment. 

 

Our future research will consist in reducing differences between physical setups 

and virtual models with the help of scanning capabilities, machine vision and force 

feedback sensors. In this way, we will approach the concept of virtual twin where 

things can be easily modified in the virtual world and instantly applied to its twin in 

the physical world. 
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